**LAB 04**

**TASK 1**

If the array is already sorted, we don’t want to continue with the comparisons. This can be  achieved with modified bubble sort. Update the code in example 02 to have a modified  bubble sort function.

**SOURCE CODE:**

#include <iostream>

using namespace std;

class Adil\_Lab04 {

    int n;

    int \*arr;

public:

    Adil\_Lab04(int no) {

        n = no;

        arr = new int[n];

    }

    void inputArray() {

        cout << "Enter the elements of the array:" << endl;

        for (int i = 0; i < n; i++) {

            cin >> arr[i];

        }

    }

    void bubblesort() {

        for (int i = 0; i < n - 1; i++) {

            bool ans = false;

            for (int j = 0; j < n - 1 - i; j++) {

                if (arr[j] > arr[j + 1]) {

                    ans = true;

                    swap(arr[j], arr[j + 1]);

                }

            }

            if (!ans) {

                break;

            }

        }

    }

    void display() {

        cout << "The sorted array is:" << endl;

        for (int i = 0; i < n; i++) {

            cout << arr[i] << " ";

        }

        cout << endl;

    }

    ~Adil\_Lab04() {

        delete[] arr;

    }

};

int main() {

    int n;

    cout << "Enter number of elements: ";

    cin >> n;

    Adil\_Lab04 sort(n);

    sort.inputArray();

    sort.bubblesort();

    sort.display();

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**TASK 2**

Given an array **arr[ ]** of length **N** consisting cost of **N** toys and an integer **K** the amount with  you. The task is to find maximum number of toys you can buy with **K** amount. **Test Case: Input:** N = 7, K = 50, arr[] = {1, 12, 5, 111, 200, 1000, 10}, **Output:** 4 **Explanation:** The costs of the toys. You can buy are 1, 12, 5 and 10.

**SOURCE CODE:**

#include <iostream>

using namespace std;

class Adil\_Lab04 {

    int N;

    int k;

    int\* arr;

public:

    Adil\_Lab04(int No, int amount) {

        N = No;

        k = amount;

        arr = new int[N];

    }

    ~Adil\_Lab04() {

        delete[] arr;

    }

    void inputdata() {

        cout << "Enter the cost of toys:" << endl;

        for (int i = 0; i < N; i++) {

            cout << "Enter price for toy " << i + 1 << " : ";

            cin >> arr[i];

        }

    }

    void bubblesort() {

        for (int i = 0; i < N - 1; i++) {

            for (int j = 0; j < N - 1 - i; j++) {

                if (arr[j] > arr[j + 1]) {

                    swap(arr[j], arr[j + 1]);

                }

            }

        }

    }

    void maxtoys() {

        bubblesort();

        int count = 0;

        for (int i = 0; i < N; i++) {

            if (k >= arr[i]) {

                k -= arr[i];

                count++;

            } else {

                break;

            }

        }

        cout << "The maximum number of toys you can buy is: " << count << endl;

    }

};

int main() {

    int n, k;

    cout << "Enter number of toys: ";

    cin >> n;

    cout << "Enter the total amount: ";

    cin >> k;

    Adil\_Lab04 toy(n, k);

    toy.inputdata();

    toy.maxtoys();

    return 0;

}

**OUTPUT:**
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**TASK 3**

Create a single class Sort, which will provide the user the option to choose between all 3 sorting techniques. The class should have following capabilities:

- Take an array and a string (indicating the user choice for sorting technique) as input and  perform the desired sorting.

- Should allow the user to perform analysis on a randomly generated array. The analysis  provides number of comparisons and number of swaps performed for each technique.  - After printing all the results in the main program, highlight the best and worst techniques.

**SOURCE CODE:**

#include <iostream>

#include <ctime>

#include <cstdlib>

#include <string>

using namespace std;

class Adil\_Lab04 {

    int N;

    int comparisons;

    int swaps;

    int\* arr;

public:

    Adil\_Lab04(int no) {

        N = no;

        arr = new int[N];

    }

    ~Adil\_Lab04() {

        delete[] arr;

    }

    void randomarray() {

        srand(time(0));

        for (int i = 0; i < N; i++) {

            arr[i] = rand() % 100;

        }

    }

    void selectionsort() {

        comparisons = swaps = 0;

        for (int i = 0; i < N - 1; i++) {

            int minIndex = i;

            for (int j = i + 1; j < N; j++) {

                comparisons++;

                if (arr[j] < arr[minIndex]) {

                    minIndex = j;

                }

            }

            if (minIndex != i) {

                swap(arr[i], arr[minIndex]);

                swaps++;

            }

        }

    }

    void insertionsort() {

        comparisons = swaps = 0;

        for (int i = 1; i < N; i++) {

            int key = arr[i];

            int j = i - 1;

            comparisons++;

            while (j >= 0 && arr[j] > key) {

                arr[j + 1] = arr[j];

                j--;

                swaps++;

                comparisons++;

            }

            arr[j + 1] = key;

        }

    }

    void bubblesort() {

        comparisons = swaps = 0;

        for (int i = 0; i < N - 1; i++) {

            for (int j = 0; j < N - 1 - i; j++) {

                comparisons++;

                if (arr[j] > arr[j + 1]) {

                    swap(arr[j], arr[j + 1]);

                    swaps++;

                }

            }

        }

    }

    void display() {

        cout << "Array: ";

        for (int i = 0; i < N; i++) {

            cout << arr[i] << " ";

        }

        cout << endl;

    }

    void performanalysis(string sort) {

        cout << "The type of sorting is: " << sort << endl;

        cout << "The number of comparisons: " << comparisons << endl;

        cout << "The number of swaps: " << swaps << endl;

    }

};

int main() {

    int n;

    cout<<"Enter number of elements:";

    cin>>n;

    Adil\_Lab04 analysis(n);

    string type;

    cout << "Enter the sorting type (bubble 'b'/selection 's'/insertion 'i'): ";

    cin >> type;

    analysis.randomarray();

    cout << "Before sorting:" << endl;

    analysis.display();

    if (type == "b") {

        analysis.bubblesort();

        analysis.performanalysis("bubble sort");

    }

    else if (type == "s") {

        analysis.selectionsort();

        analysis.performanalysis("selection sort");

    }

    else if (type == "i") {

        analysis.insertionsort();

        analysis.performanalysis("insertion sort");

    }

    else {

        cout << "Invalid sort type" << endl;

    }

    cout << "After sorting:" << endl;

    analysis.display();

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeEAAADACAIAAAC8r0x+AAAAAXNSR0IArs4c6QAAJtNJREFUeF7tna2PK82VxjvZ1WphNOgSM0uRBoRZAS9Z6wKzAEsDhgxdYI0U1Brw/gEjR0GWwdIhF1zJUqDByKtQS5FCjIZZii4yfsFuds+pqq7+quo+/WWXx0+Te6ddH6d+VT5dfdz9nF/98ssvEQ4QAAEQAIEgCfw6SKtgFAiAAAiAABOAj8Y6AAEQAIFwCcBHhzs3sAwEQAAEPrmP3r58XR/OOMuH9VdzvGxPDfo9kaH6OKu5DSxEURAAgYsQ+FXtb4bkdp43qW2T+Pvr7M5nKxV+G1cVOPMgyfV9PL0v7s/ULXnoaNW+O/LUD8Ob22WO2MLl3tKcdxjsmaYE3YDAlRMQ7aPJL78nR4WDvnIUnc0/bY/R/GzXg87mtmwguxg+/WBbMkI1EOiPgMhHl7vbvtC9vL2xX1MBfbdOO+798qFw227v4+2NPNWk+vYGv+L+vtwR9ZWNYHAjVJ9aXG9VRy/bg/k3MTtnpz7ZxSSqbiMa1FsK58dHusOsnKFy777ixZL+YZbbbDlHX3k27cEjRfilv+8bWgKBpgRa+uiIXTFFNXh3HU825HDvZq/0/9U8SvdZapdFXmU5WuldeHx8tmFaqs/39e/v36n+W8bTFUdQ7Mg7ws2S2lvN98tn/e9OR4Q3z8bO1Xyj3U1Hk8gbHpMbizhaUpvmYsMhoU1tWNnXe3lc7pKuYXralM4R2W/n6P190XQNoTwIgMBwBEQ+Ot0aZzZV85UJe0ymk/3HD5+Ju83cBmhnT+Q5k73mJNbn71T9ihEKO6KLg771nsSP91EagbbV76fzaLOjAp1MOqyX+7kN+MxiusLs9PWJL1DR3MSE/FEAb+8lBO6SrmH62pSi40sZkykfCxpPfizl+6ThVidaBgEQEPno9iFIDtEmW0sdCkkO8szmv+zhzrJ3+zLmLrubNBm3Xzf+3ottikvOIi9koZ00A3yToY7q51HM1Si5K0IYREgYxUCgNQGRj27duqqYbC31DvN11q21DrUpXmzcazeTsrt+cQw6Y7e89yFKugHe84aZj9HyQfjYYHqV7TAnqAoCIFBNoGcfTVvVNJpBPd/NphMTBe53Jo5HFWw+rLOPglV3sX3bsFvpaNL9giIm1otxm/Fjg6HJexeX3EbNIBfnKG+9utdID+9vhqftkoI+03M91dgAMYqCwKciIPLR2Xh07b0w/4yWeR2DAhn0U2HyZkfNrbQQLUWBI/30yNt4FeedSqmJTdL5bmoe3O5oEu04abOpR0Q/tTV9GNHZu34qg6832lz126bcTnlJdd18LcxR+kxI3YjSkg+Es/2T4MKJRjEQAIH6d1jACARAAARA4FIERPvoSxmHfkEABEDgxgnAR9/4AsDwQQAEgiYAHx309MA4EACBGycAH33jCwDDBwEQCJoAfHTQ0wPjQAAEbpwAfPSNLwAMHwRAIGgCV+mjz63cL55BfuMjq4QnrhhKQSVIqI2RQ3aWdJ7sJZUBP6OdkeKrsLNQMgtZKy82wt6L8c4eh1g2FWMv2CCnNISd8ikYonfn2J0dlUuS0qbc+DJzuZpkvY9OU4sI9BxaLP3acQ7RZm2n1QXOZtLZOuLxkhN6PsbxgC/ra7kPUjrsyL9r9RO9H5oKYwlb6278WWdTOKqKYq0ode/2Wig9xsfzbMjqfTRBh8a/cOWx6MUFBUmEVnqK0cvdEXlob46dbq33Wnsy/iJsz1nytN9Fjd7gF3bWtthAy6Z3SgPZKcQ2UO9lSr6OCiVZiWy0bHo3Jhxstlj9e4bO1EqkHx/FTx8PWsiOpH8WhSxK6rTJpES3CSa/UnJGt8kvdKsPfCmXfG2qDFir6DntXQ+p3JGPSFpSGa+L0T2O0eUj3VTlast2Ph5zyaLsMFNTM4MpUyp2xH+7s4+5xz7dfX2OUolnzmPGf/o6kgPRQ81eYJyQs7nHbGYvf0nHHNGAyynBGthZmlHfYqj4MlCcI5vQzbkYfCZJjc+kmKMJtks9tUqtE+eycS5F3xTLv/POYQopNVreQp4dv1xDUPJNh5eSWg0F2U52I3VJ5JotWspnWH387c8//fEv/yiU+csff/opOU3/twXKhenMT3/+m65uS/JJOtT5f6izFTaU23T27uzI2Sz3mJhkC2RHwe2rAj47nUzMWDIt19jJdpQNyZlc7iiDU5mnust2ZE/KgeiRFmbZ2WaWnMXoK2lXSNaSMqVGdpYn1Nl7xXIqzL5zMVSYVCjvLslny18aB2RtZ6FN51L0fePqvr7mc+cw5ZR8dpadgJxn9y+XRWy/SB0pOYdZTbjsS9i3ldxLhf8sfDvK3YliHZfV+HdexMrq9XLtfG6wIGnvUu43/YpzEYjtjIxcHCvbRUbAT7wdeuSkAibV+Y5F94zyXC6VwfFI7TUCQjVGo2KYo5wewWems6SweiM7qyHbNA4VOEmXsSjXV8pvIDfJWVKpIbaNGvmXYoOMDc7xe9I4OMs6KLnKuU2S82z95RqOkvibqAuORsWvcDktRsdFK/LRV6DxL1bEJ15uSXuPcn/vuQhI/NM42dN2t6fmmwWAOW2N/g4c1pv5kzt8TArXTYBQYzWpGHV6BMnhLFlRvaGdNSbU2knf7cjk69FNORaD3CRPSYJZvuBJ4CXbgg5JJDzdyNM46KVVoCQ3vhHPTl+uLqk25OOpK8lKv/4sVHW11ed1i1bko0U9eQvJheq79dMkmYBD0r6rcr/UeLrwGgHSh1a/0Sldac6yS1s4n3xz81QGNT44TY9QN0xnyZrq/a2QOjsJWjk1gSu/gdwkR0nxBc0Dc5ilKE/j4KRUN/Hp5914ivsZhpK4e1NQrTjpL9juxusWbc8+egiN/2pNejNssSJ+AZP5OjVU7heZ5JwQ9TyTSXnCz4DUbKKdHVFayM3by9sxtx+0va2f26QyKN+yZc036RHUqersCtmStgXnyY4T56Rb1RFVqHuYzCwG+VrylORbnWfHw7OiZdNwKTb1KVS+5hJSR0neY2OeybYylyfE2d/wlITDLAcJvWkxPC3WLNoo+leJKRyPXpqC7qcQklZYP37H2vd8Qv24SU/ERixgL6ruNKbcprOYvKPM787KSOUoKYrEcPUwk5M+OGWTMm3u+ekQ3w+7d+RgKQdCJq9jbDIPNBg7LdA95SaPs1UoN4Bu1E6QHAjVokju/vlbNMsllnS0Gce7B7UYJjFlV3hOcgWXS1Kb5ZNOSo3sdFJy9l4uSY/c7edPhfPOxeA0SW48LY/vmUVvZ0S4bBotRcn3l8o4h+msW0epcnl7Omo0xWFQqhmmQcfhyvnrq3AScsWEi5bq1D9716Z/1PERKDysw3/a/DANqJWfHvt46poVhb7GbUxpYPWFixagXdiaULsHJfnMOJ9LllcXluw51iHs9XaL5XPU8p4lGtUFPIq0aGV4fy3sQFZlIFs2fEG6Q39nr7qojy2d3abwOgQl4Zzo13Jrw5XC1iqKYR/dnWGzFjIvN1DF9A0aSSumbvKKja2SfbVE0o63TOlNlk6toTIIfF4CpNexSF5/G3SU8NGD4kXjIAACINCJAGIdnfChMgiAAAgMSgA+elC8aBwEQAAEOhGAj+6ED5VBAARAYFACA/joVHD6DLp9PcMZQke8ZxPRHAiAwC0RqPfR7LbsIUgeQO+50Qsc6jjDcykt5+padMRbDg/VQAAEPguBeh9NI0187vucXnE1mmseAKwyM18YLbbrgzSQjvj1gYDFIAACYRAQ+Whr6nSeCvFxgi99ZN12/h0NXTHdiSe58vQ21iaIsw2423SRSktmsopJOtKdUnaAVHBVde/MVkfC6tuTjd2kCgy5e4tMYrymr+qHsQZgBQiAQLgEmvlopRrG6hbkt5YjE9GIj8+pw+XUKJus7yaXeIy/69gHvcdmHTq5yAd6f1llt9u8cZ7Tcps+bORPbe82KYmwI52VbjXPJABT235PtjoykzLGKOMnGx1fV6/5qbGrxHxWQjfcSYZlIAACV0tA5KNJ/kMfnJFUKbWVpc21j2PnZzVCyfc10c6XC6uzBUGK9Avlva92tcBwEACBcxMQ+Wgbj57uHngjLBdBp+EItfObtHnVIv3nnmH0BwIgcM0ERD7aDpCENSkgrf4Ui6A3kOIWt0lamrxl5WO0fDCP+DXoqNOMdRXp79Q5KoMACNwWgWY+2shRy0XQ5VLc8jbzExSUSD9+M7ytbw9GCwLDE6jXVOJU5NaOjHR9VjU8Ff5nZbbI/o6n66UtJNV9uqvuNksUioLlybN+8o6oybQRZVWuTb5PMCetLrNSfmaR5rxwXaqpb0Zal7Z9+DlFDyAAAp+HQL2P/jxj7WUkPYn092ILGgEBEPj0BJrFOj49jvoB9iHSX98LSoAACICAIoB9dOOF0EWkv3FnqAACIHDbBOCjb3v+MXoQAIGwCSDWEfb8wDoQAIHbJgAffdvzj9GDAAiETQA+Ouz5gXUgAAK3TQA++rbnH6MHARAIm4DMR2vhzkRZNJARFXKmpOlf8mqpZWt9JeXKqBltUqdgaXrSwSpVQc2pusp7pzbd+WKCnKZAVgvMAIErJSDy0af9LopXcbRT2pwBHOxl12NWBk0Pq+BBkqFKLdVrp7NkVhmVUhlU1CdnGhlZVpL522hH6zzptGC73E21VitVTvqR987SqKWx6462y+VoTrqDOEAABD4PAZGP3u/2o9H9ZBrt9sbzOUX665X79U5ceZkUYf5PieTF+m1Mr5vnPHR2Ru5mI+EE2ZInViKJH03+mMd4QkP2tfGxn4y/mA+/GLmQyHnS2cLsNUkhxmIm+48fnF9A3rtv7KypHcWPU+HIUQwEQOA6CAh89Gm723P6q7vRKOu5yiL9NOLyydN2HcVGo440/nl/qoSWbO6Vw24TzZu5lsXrrIruYU2pCLTOdc1hS9Lbg7bKYf2w3JPz9NWdzmmU6hpzop3rfj5lz+48Wdd98nmT3t1jZ0uiRNxb2i3K1RL4+99/VVsGBUBgUAL1PpoCHeSH2AjyrftMuGMSk8AQnb6j3CzWo5VO3s0W1l2qgrRvjGijutmZxIiU28VuYOmjLjL5JqRLSW+fKp24Ck3wkS9pknc9UySDUhUcfdESDpWsIq7+wFELLejkPFk9c5zPZRLb3I/C3p1tHr7BQ/f/NfnrX3/9+9//25/+9C/9N40WQUBMoN5HKxdtggC0W7ThDnK4phdOwbLQ/3eczPxExvtTdbBb14lUaCdLDlWy5xUMSaeCoWP8lkky6KroKKluAVQDi/sTiWSPfFZxbIaDLeSpSbzadOQ8WWEyUaELBGVON2XEvTvaPKyfj3G4OdgFExdmkd/97p8///y/f/jDP8M0D1bdCIE6H82BjsjmyuJUrf5ArRMZBQ6iJJ+hyv+nnfSMnDSFOyjQYS8APRK3G/baNk1JjiuTwKq50kQcfBi76+rYcax8K22eVxT4+GYCyoWT/r5ZO4+pJN3Je3e1ycGi/dJkM1PJdAt5gGshoICTwG9+E/388//89rf/Bz4gcEECdT6avVUSTtZZVrPhDpnho5HaJ6vora1BKV02by9vx/RmX38k+c2wtttvSZhYWpKvGfvlUv2kSZEQcsP2LsHRhA7Y8MH+0Xhz50lH5cRBZza+zXovtpk+ppIk01X3ArVDRwEQAIErIFCjqVQW46dILkVhnz44XXbh/tqp3K9cknbN8zg+Lq1mvnLHlDK80Ajr9NfJ5Bf1+Okq8jrLnqxuwFfSnk9TFjhnMCt8p7pW3pqSGyS5EOxJV/VczgQqkBQW9u4ce9qPmoM0hHIFKxAmggAIVBG4pO7d+utLyc9jtkAABEAABFICdbGOwVjxUw39/Vo4mJloGARAAAQuSeAC+2gTFagMCFwSCfoGARAAgWAIXMBHBzN2GAICIAACoRO4WKwjdDCwDwRAAAQCIAAfHcAkwAQQAAEQ8BCAj8bSAAEQAIFwCbT00fSUrhVFCndw1ZalMtJVQqYDjc4tAN2ts37blE+xs6TzZKoLcPWrp9tUoTYIiAnU+eisHr553bhSwF7csRYyFRfvv+Ca9DKMDPSAWhcXH2b/4Dq0yMou6mXVDm10qorp6IQPlS9BoM5HJy8a09eK3r5TgkWJysQlzO2tz9P2GLHg6qUOlverVlhtbtkQbTa3AjVAAAT6JFDno6v6snvsdGctSfikb3iV+M9DsjUndSW38P/2hXbbLTvStqd5rbK5vkiHRIYxHVEmL0G5zXJ+A/cwWbZE66LmMnr5hplJyqWSlXluPHwxBKfxhoko2lAkn41gcKdpI4450tkc9FCrYUuWjW6h9+mQrQKUAoGLEWjvozfPpNjB+2rSgtbOI5vwqSJdlb7hJYXmZGOuFIC8wv/kyU1HNjGVsCP9lSZJEC1YShkGyKcYd8baGpuyryzMAyc3GSV5sZIbiHKbulYhv4F7mCz557zfT4eZ5WnCMSo6MF95YzLONp3GN1podooteV91Z0lhdflsDjEdjYCgMAicn0B7H21dhhUCJZ1Rq7dGsnZNVUx9wv+2o/spKe8fiZG0o8Oa9O+sY5vFnFlAuzO+RERzozZdHfLQOtf2cLVpPnQmPRBPqYsnJahR4RgWxqOhNw/fF4xPjBEmUsiR9zSlm3SWFFaXzqbu6VzTIZ43FASBYQm099FFuzjCm+xMdSyj4SES/qeEL4068slAy2wjh85bSHWkgQZPm86kB7J+3KVI09pkq2EVb2q+WSoEt/HtDLJ5G2urO0tWVG8ym5edjtqhowAIDEGgPx+ttlNmZ6r/afqbmET43/hHcUfZtITiGHQWtFVnppwrxk13blM4kSNKnavTK3BGgLhFthqH8cK+C8Uqkh5IStZUF8+mzkmmjvNPRztyqAUCHQn056OVh5U/NU1bq3IwxCf8rwdJT8vxXlXekYpx2/2vTr7dmpfJAN6wTecwRTZwwpfUeXV8PDBJX256bppIIZv0wIRcdGbe0uFMj1CVM0E+m/m+zj0dojlDIRDon4BUU0lL+1tPQX9asX5W8U/+yCrQ1yjlqx/0EvX/lQ1kF4T/fQ3KO0o19bPK/yy+F9U+R5gT1M9UL7fpzG+gp6swzKJIv2rWyTObNoDaqeDpazP1ovmsB00TKaRd25QNk3g13T2reXfORe1Jdd9l5l04m0NMR/9fKbQIAr0SkProXjutaqwg/J91XmezIYiO1KXPJvPlR/Y4DXnH/XQQI4MRIAACcgL9xTrkffpLQvg/ZZOPnp84MORNVd4He7QBAiAQIoFQ9tE+4f/b3UfnUySq32M/xRueIX4LYBMIhEsgFB8dLiFYBgIgAAKXIxBWrONyHNAzCIAACIRIAD46xFmBTSAAAiCgCcBHYyWAAAiAQLgEWvpouQD8EEM/d+8XzQYgB9ivxr+8X5QEARAYjkCdjx5M43+4IfXe8nmyAfRudggNli8bchnSEOyHDSBwcQJ1PvqzavzLwV86G4Dc0rA0/pUg+DifciUrQzrfPF82EY8cLEqCwAUJ1PnoKtPaS+87Je0d+vHUw3qrdl4v24P5N7FI1HtZer9iQB2zAaSK9hmRvGKbnhHVpzJIEhQ4R9RI4788zPre8yL9ErmP9duYHujOJcViBRJSTDHJb0iKtql67QW/J+gaBC5FoL2Pbq3xr4bqkLR3I9gsSRNiNd8vWRuC/t3pXCRl/XifVHxBet8HumM2AHbQzzadAEn+sY6oOxuAe0SOVAan7TqKjcwbJSiwu87yiOQa/54EBY7p6JgiYFFWPWT1u6lR79OSTFkFwUt9A9AvCIRNoL2P7qjxX67uBjWJtQS/2oCl+QfL+vFeqXiJ9H7nbABqi5iXD/VlA5CMSKUyuJstrB6pTaSgWWgJKlbcrnZzYkV893R0SxHgnNCTySEWrTjPwvGiaYfD/mrCOhBQBNr76CLAJmLtfcLX+vH+3qXS+92yAVB6xNGopMHfuk3tedMQBilIp0KgwhE1UsQvz0ifKQJs6+oWQCXCWdyf6EIEBZI+vwpo61MS6M9HM54GYu290Uz147v13k25vyDQbEbXuk3l3CkcECXJGFVGw8ZHR0X83lIEaMP5akoqp4nqiDxvQONxowIIfB4C/fnotmLtWZbV+vFO6kY/vmPvDZX7y5bQ3nbznM9+3bZNk8pA9WH25qft0iWoL1+G7RTxbfsdUwSYdniO9svlVv9ZJfwvHxhKgsBnJ9Cfj44iyuZK6cBNsu1sAkAZRMoJGy0fuPrbeFW3bdQ5pOiwmsode6cH1yj9km6TcoE31WmmyMD3+FgYe6M27Yjol0fdOyfh1cN8+JhWAtEPHXM8RFdYH9gJqpOFEclNclaXzaRywdak/VKng6STPEeUnT0/cfI2URIEbpAAdO+CmPRblmANYgJgBAiESqDPfXSoY4RdIAACIHCtBOCjr3XmYDcIgMAtEECs4xZmGWMEARC4VgLYR1/rzMFuEACBWyAAH30Ls4wxggAIXCsB+OhrnTnYDQIgcAsEWvroc6vs56fi3L1ficb/LaxXjBEEbo1A3W+GLOe2yUOhV64Xl32e98y9kxQnKQBpaacrOkjtI6vyMb/CIVwRbZgKAgMRqNtHQ+P/ejT+y0uE1DGMtimLGA20hNAsCIDAgATqfHRV1yKVfWcDn1LjP/PyNAt3aDH+7PBtiCYtmSj3D6GyP+CqQdMgAALnItDeR0PjPztHZUV8Unnbf/woz6NHud+p8f9CyiHJRjiRizvXykA/IAACIRBo76Oh8V+cv7wi/t1opAvYDTWlIRl/8Sr357IWKI1/Prqp7JPjN6JKSmUJBwiAwNURaO+ji0O9bY1/hyI+baRZa/Wwi+Yjs6FWkvYe5f4cTyU83VFlXyfQ0gfrEcJNX923EwaDQJ95WJhmN5X9dvMRhsY/2V5UxL+bjSjYcdgdx4/TaHega5hcuT9J4NKXyn6auqUdZNQCARC4EIH+9tEdVfbV+K9X4z87fVlFfApaTCd3X8bH3bePfRL9qFbuz2r822Y7qeyrFAHzKR7suNCXDN2CQAcC/fno29b4dyrijyeb5W5M8Q1KDnvcbDga7VfuL2v896Kyr8T/KRECnr3r8C1BVRC4HIG6d1guZ9lN9Xzmt3Juii0GCwJXTaDPffRVg4DxIAACIBAgAfjoACcFJoEACICAIYBYB5YCCIAACIRLAPvocOcGloEACIAAfDTWAAiAAAiESwA+Oty5gWUgAAIg0M1HX7P4PalCkzAdVgAIgAAIhExA5qO1xETJo9EbcaQcr45XVqJwCXJefPBljdCLmwQDQAAEQEBIQOSjT/tdFK/iaJfTQ75m8Xuis1BXFiEmFAMBEACBixAQPXun34J7PL4so9hsmPWe+Tmi/B7a7kJmJj6VZGei6su9KpScoapv4+9xtNTJnKrTOKXVWbPJdEeRCpPCaxJrV1tukwzOJouyBqSmZjomlf0ofvp40JnBXB3xeUpsYgCwAUg/dZE1i05B4JYICHw0u7SPV3KOyguSQ6xwx9pRpn7ceHKTSo+8LSlH0KcmS6Lycdzaburb0qrOnwpiE7Ydmin24CSEv7j3tVk2Kb2oZFpWVwLjgnN26lSGasyqH7M64KNv6WuCsYLAxQjUxzoo0EGaaWzg/WK+53CHESZezVMxUn+yvN1mbh3b7Ika0Dtq3pLq86Q3RAlLqgAUdO4PaxJxs5eBWRxPbAF5m67+XFkLIiMXx6p+iSyfqsuhEqQIvNi6RccgcCsE6n20ctFm9zhlH5vL0VfDyS/8nyoas8v3JoJy69wn8sqF3oVtyueWFEE3O5XB5LTd7al59cMoDhAAARA4F4E6H82+KbKymRSsTTfCUhO7Cv87dO6z+27S+Jda0rgcCz7rwT9QKD7Wz67gAAEQAIGzEajz0ZzlJLYpl96/xxMV7vAdnGjVRjOoUB/C/7Yvo3NPIZdoY1Nub982k/ixglfRJDnaE7WdXmCyQXZqgx+vRvYpOUyUBAEQaEWgxkcfdptcmiX2uVXhDgpN0NMa2TynFMjgZHrJYX2r0Fqnzj3FgkdJNlX6Ia/gPQstl03SbfIjH3qP7HO1dxQ/31jL1QPiTeI8whGiGAiAAAj4CQie67hZfPaBFk1AP4CSe2jlZtFg4CAAAmciUBfrOJMZQXaTj3Tz8y2RSuyNAwRAAATORQD76CrS5plrUyR9seVcs4N+QAAEbp0AfPStrwCMHwRAIGQCiHWEPDuwDQRA4NYJwEff+grA+EEABEImAB8d8uzANhAAgVsnAB996ysA4wcBEAiZgMxHezT+LzuwQiKVNCeM7AVAdx4WyUh1GXVkX39xny0x8tkprE7tseVJ/7Z558nLThB6BwEQ6E5A5KPdGv/dO2/dAvu59TieZBuwsh70wvrxufKVQFd13dR2uRzNSc+v6tgu6U0W9Xr8ar5JOqImWbpUHelZVzNOO+XVyZWTWqo+qH99lXCebE0XFUEABMIhIPLR9PbGaHQ/mUZW9E4noLIbSr2ddJ7UHsQcOtuWcpEpgvyfEh2MNclYvy9yHjpL9G5GUkgVh686DYeUkx6VDmvFMXtNXj5n5ZD9xw9+BVGphhh1wEcWNREIPVk7m1Qn/ZTxF2MdSZHo/zlPhrPIYAkIgEBrAgIfzdJ3c5JKvhuNsq5nv3xg9f131lnavJnkreWTp+06SkSZSMqD97dKFMlGCUgShESaGw1gUZ3j6rAmkZGKFwLd1U+0h26rbcfKU0mPhzUrgVQrYuvRWjubVCd52OWDusKxwUY21nmyEVIUBgEQCJNAvY8ua/ybkTgF9Usn72YL6y6Vmj9tOyPaaRpd5igi1Sa7A6WPumjnmw07ZcJ9apyo8PCtsYemGwCy3Qr9m9uKZwpFUPqDY4X+ktNOYXUOlawiJQrFIRfdu/NkmAsOVoEACDQiUO+jfRr/TkF9x8nML2w2uyDnXtHJU2gvSQ61JxEM0tjTx/itoUbdYf18zKRqFCCkYdG1IE3xpe4gVP+U/ut4rFT2cNgprs6RIQ71kKdm7T8dd3eeFAwCRUAABEInUOejO2v8051/FOuf2DgqYngoXWkKd1CgwyZ56RGV3bAL2+R4yz6RVOVEBvz/CnVold2QhpWkj+HAMOVCTP7k2MVY0rWxU15dR65jdZdAm+cVBT6+mWh44aSke5QBARAInkCdj26o8e8c72ik9skqfmoLsDbz28vbMY0V6I8kvxnWUv2WBGprS+oC6bMW6mkJzrXoz1aYOOiMbLWS1V4uTVCe/ShlPxQcxs5m1XW4iA++tJiLgfOkwAIUAQEQCJtAjaZSOam2zpn99PFQyP/NLqOUFFx5Ztpyatc8j+PjMpOKm9zxMS7qMUvybasc3hmu5FJfZ9mTKuG4F7yzelo6SX/uq88WZj9TvdMJ26zJLu6p77NTWJ0p005fH0nX7pNhrzxYBwIgICFwSd07en5vDMl8ySyhDAiAwK0SqIt1DMaFH4ro79fCwcxEwyAAAiBwSQIX2Eebm3V7n37J4aNvEAABEAiawAV8dNA8YBwIgAAIhETgYrGOkCDAFhAAARAIlAB8dKATA7NAAARAgAjAR2MZgAAIgEC4BOCjw50bWAYCIAAC8NFYAyAAAiAQLgH46HDnBpaBAAiAAHw01gAIgAAIhEsAPjrcuYFlIAACIAAfjTUAAiAAAuESgI8Od25gGQiAAAjAR2MNgAAIgEC4BOCjw50bWAYCIAAC8NFYAyAAAiAQLgH46HDnBpaBAAiAAHw01gAIgAAIhEsAPjrcuYFlIAACIAAfjTUAAiAAAuESQB6WcOdGaNm//+d/l0v+8l//IayOYiAAAiETgI8OeXZEtpGPLnjk8hlRQygEAiAQHgHEOsKbE1gEAiAAAgmBPn00Jfx+2Z76ZTtEmx0t3L58XR+KbXS009lmRztRHQRA4BMQ6NNH3z/G0W6fg0KuK3NkPXj2g9TlnchZfSVPbxsZok33tCkv23pGHXZSW93aNMaUmLQ2EhVBAASujkCfPjq6m02jZWmPOX/Xx/c4Wj5oN02e+Bh/N+ff3xf3iTva76J4RZ4+3Y4P0eYQs+S2s4eetsvlaD5PGyK/X97G99APmgABEAiRgMhH5zbDmXgGn8/7i9nTfPPm2Y3ezV5X8/3yW3Ta7vaT6eSuzGO/249G95MpbcfTmMkQbcqnQm3s1ZHbZdsbhLVtqsrOfH/yNmkPvYzix2mm/v0iPj532fLLx46SIAACFydQ76PJG23mK70RnkTRfPU6c3jXZCD3i/k+swsujO/LeBIdt9FsOtknW+pMCfbdc9pT341G5KzTD4ZoUwb+tF1Hsdnu012AjdVsnt/G6jZgNd+kV6lqO5MeG7R5oj10FMdF3rPX99VoSZdH2SBQCgRA4IoJ1Pvo3SaaT1Uwgm7nycUe0x3ugryUjVMkECgovfxW+k1Nf3o3G6l/ycuoyIfenpoGT+SY52rHWHJ2Q7QpmbS72cI6SNr57z9+6Fr2QnU/nUebnW2qys6kkLzNwzeXh1bt3C8I4DEDTzIalAEBELg+AvU+mra+m53yuf4YRXbcd+TMMm4rh+S0Paau6tUGqfVWVLloE5me0m48E+4Yok3RXOnf69TxsMz/HKrr851BelTZaUsJ2zysn49x5T0LM/NeDkXDQyEQAIHQCdT76BFtfTfP2ks5brzLA7zjwKzzITzeKUej3K373SymCMrxqC4Aph/q6nnDLjvj/AZoUzA1ax6y+W1TRXpKx4+P/WQssdOWEbZ5oPuXPQU01ME4+P82+E8BqIfliC9ypfsYwbBQBARA4GoI1Pno0/ZtkzyY8f5e2NaVfzPU46YIQM7D6rMH8k77+WpRYKP89ihiZ5eEfnXsOx/XHqJNySyNRir6zqFhxz6a6NBtQ7Ydt535niRtUjQjPVbzSMHRDpkcNG2x6S+J/SgDAiBw1QTqfLTaFPuecfaOnJ49SB/CS6qTX/muvEz+oenlaEVnaduYc3Yc+86FOygE23+bxctFsm9NnuJ4jCf6FuLrw8c0s482J79+3U2/F8MROTs5GpHSU0+GtGkzayfFQKIVXS2vetnBeBAAASGBOr0OCp4+fLzaLRv/6fBLjs7IEb+Ne3YlQ7Qp5NSo2HnthF5Ho8lBYRC4LgJ1+2gKQWQG5Ago+4ZL9+q97/WGaHOI6boWO4cYO9oEARDolUDdPlpHPze2T4pNIwza6wx0bgz76M4I0QAIhEug3keHazssUwSgH42FAAKfmAB89CeeXAwNBEDg6gnUxaOvfoAYAAiAAAhcMQH46CuePJgOAiDw6QnAR3/6KcYAQQAErpjA/wNha6hLmj7STAAAAABJRU5ErkJggg==)

**TASK 4**

Given an array of integers arr, sort the array by performing a series of **pancake flips**. In one  pancake flip we do the following steps:

- Choose an integer k where 1 <= k <= arr.length.

- Reverse the sub-array arr[0...k-1] (**0-indexed**).

For example, if arr = [3,2,1,4] and we performed a pancake flip choosing k = 3, we reverse  the sub-array [3,2,1], so arr = [1,2,3,4] after the pancake flip at k = 3. Return *an array of  the* k*-values corresponding to a sequence of pancake flips that sort* arr. Any valid answer that  sorts the array within 10 \* arr.length flips will be judged as correct.

**Example 1: Input:** arr = [3,2,4,1], **Output:** [4,2,4,3]

**Explanation:** We perform 4 pancake flips, with k values 4, 2, 4, and 3.

Starting state: arr = [3, 2, 4, 1]

After 1st flip (k = 4): arr = [1, 4, 2, 3]

After 2nd flip (k = 2): arr = [4, 1, 2, 3]

After 3rd flip (k = 4): arr = [3, 2, 1, 4]

After 4th flip (k = 3): arr = [1, 2, 3, 4], which is sorted.

**SOURCE CODE:**

#include <iostream>

#include <vector>

#include <algorithm>

using namespace std;

class Adi\_Lab04 {

    int n;

    vector<int> arr;

public:

    Adi\_Lab04(int no) : n(no) {

        arr.resize(n);

        cout << "Enter the elements of the array: ";

        for (int i = 0; i < n; i++) {

            cin >> arr[i];

        }

    }

    void flip(int k) {

        reverse(arr.begin(), arr.begin() + k + 1);

    }

    int max\_index(int currentSize) {

        int ind = 0;

        for (int i = 1; i < currentSize; i++) {

            if (arr[i] > arr[ind]) {

                ind = i;

            }

        }

        return ind;

    }

    vector<int> pancake() {

        vector<int> answer;

        for (int i = n; i > 1; i--) {

            int maxIdx = max\_index(i);

            if (maxIdx != i - 1) {

                if (maxIdx != 0) {

                    answer.push\_back(maxIdx + 1);

                    flip(maxIdx);

                }

                answer.push\_back(i);

                flip(i - 1);

            }

        }

        return answer;

    }

    void display() {

        cout << "Sorted Array: ";

        for (int x : arr) {

            cout << x << " ";

        }

        cout << endl;

    }

    void displayFlips(const vector<int>& flips) {

        cout << "Sequence of flips: ";

        for (int k : flips) {

            cout << k << " ";

        }

        cout << endl;

    }

};

int main() {

    int n;

    cout << "Enter number of elements: ";

    cin >> n;

    Adi\_Lab04 pancakeflips(n);

    vector<int> flips = pancakeflips.pancake();

    pancakeflips.display();

    return 0;

}

**OUTPUT:**
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**TASK 5**

 Given an array nums with n objects colored red, white, or blue, sort them inplace so that  objects of the same color are adjacent, with the colors in the order red, white, and blue. We  will use the integers 0, 1, and 2 to represent the color red, white, and blue, respectively. You  must solve this problem by writing a sort function.

**Example 1: Input:** nums = [2,0,2,1,1,0], **Output:** [0,0,1,1,2,2]

**Example 2: Input:** nums = [2,0,1], **Output:** [0,1,2]

**SOURCE CODE:**

#include <iostream>

using namespace std;

class Adil\_Lab04 {

    int N;

    int\* arr;

public:

    Adil\_Lab04(int No) {

        N = No;

        arr = new int[N];

    }

    ~Adil\_Lab04() {

        delete[] arr;

    }

    void inputdata() {

        cout << "Enter array nums for red as 0, white as 1 and blue as 2:" << endl;

        for (int i = 0; i < N; i++) {

            int temp;

            cout << "Enter data for " << i + 1 << " object: ";

            cin >> temp;

            while (temp < 0 || temp > 2) {

                cout << "Invalid value. Please enter again (0, 1, or 2): ";

                cin >> temp;

            }

            arr[i] = temp;

        }

    }

    void bubblesort() {

        for (int i = 0; i < N - 1; i++) {

            for (int j = 0; j < N - 1 - i; j++) {

                if (arr[j] > arr[j + 1]) {

                    swap(arr[j], arr[j + 1]);

                }

            }

        }

    }

    void display() const {

        cout << "The array is: " << endl;

        for (int i = 0; i < N; i++) {

            cout << arr[i] << " ";

        }

        cout << endl;

    }

};

int main() {

    int n;

    cout<<"Enter the number of objects:";

    cin>>n;

    Adil\_Lab04 sort(n);

    sort.inputdata();

    sort.bubblesort();

    sort.display();

    return 0;

}

**OUTPUT:**
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